**Google Kubernetes**

**What is Container Orchestration?**

Container orchestration refers to the automated process of managing, deploying, scaling, networking, and monitoring containers in a distributed environment. It simplifies the management of containers by automating tasks like load balancing, scaling, failover, and resource allocation.

**Why is Container Orchestration Useful?**

1. **Scalability**: Automatically scale containers up or down based on demand.
2. **High Availability**: Ensure application reliability by redistributing workloads if a container fails.
3. **Resource Efficiency**: Optimize resource usage by scheduling containers efficiently across nodes.
4. **Ease of Deployment**: Simplify deploying applications across multiple environments.
5. **Monitoring and Logging**: Centralized tools for monitoring container health and performance.
6. **Load Balancing**: Automatically balance traffic across containers to prevent overloading.

**Example of Container Orchestration**

**Use Case: Scaling a Web Application**

Imagine you have a web application running in containers. During normal traffic, one container instance is enough. But during peak traffic, such as a flash sale, the system needs to handle thousands of users simultaneously.

**Steps Using Orchestration:**

1. **Container Deployment**:
   * Use a container orchestration tool (like Kubernetes) to deploy your container.
2. **Load Balancing**:
   * Automatically distribute incoming traffic across multiple instances of the container.
3. **Scaling**:
   * Scale out (add more container instances) during high traffic and scale back during normal traffic.
4. **Monitoring and Recovery**:
   * Continuously monitor container health and replace failed containers automaticall

**Container Orchestration Example: Microservices with Multiple Instances**

Let’s consider a scenario where:

* **Microservice A** has 10 instances running.
* **Microservice B** has 15 instances running.

These instances are distributed across multiple nodes in a container orchestration system, like Kubernetes.

**Scenario**

**1. Load Balancing**

* Incoming requests are evenly distributed among the 10 instances of Microservice A and 15 instances of Microservice B.
* The orchestration tool (e.g., Kubernetes) ensures no single instance is overloaded by routing requests intelligently.

**2. Scaling**

* If the workload increases, the orchestrator can automatically scale up the number of instances. For example:
  + Microservice A is scaled from 10 to 20 instances.
  + Microservice B is scaled from 15 to 30 instances.
* Conversely, during low traffic, instances are scaled down to save resources.

**3. High Availability**

* If one instance of Microservice A crashes, the orchestrator will detect the failure and replace it with a new instance.
* This ensures that 10 instances of Microservice A and 15 of Microservice B are always running.

**4. Deployment Updates**

* When deploying a new version of Microservice A:
  + The orchestrator performs a **rolling update**, gradually replacing old instances with new ones.
  + This ensures zero downtime.
* Similarly, the same applies to Microservice B.

**5. Service Discovery**

* The orchestrator registers all instances of Microservice A and Microservice B with a service registry.
* Other services and clients can discover the endpoints of Microservice A and Microservice B without worrying about the exact instance IPs.

**Container Orchestration Options in the Market**

1. **Kubernetes**:
   * **Description**: An open-source orchestration platform developed by Google.
   * **Key Features**:
     + Autoscaling
     + Load balancing
     + Rollbacks and rollouts
     + Persistent storage
   * **Use Case**: Large-scale distributed systems.
2. **Docker Swarm**:
   * **Description**: Native container orchestration tool by Docker.
   * **Key Features**:
     + Simple setup and integration with Docker.
     + Networking and scaling built-in.
   * **Use Case**: Small to medium-scale applications.
3. **Amazon ECS (Elastic Container Service)**:
   * **Description**: A fully managed container orchestration service by AWS.
   * **Key Features**:
     + Deep integration with AWS services.
     + Easy-to-use console for scaling.
   * **Use Case**: Applications running on AWS infrastructure.
4. **Amazon EKS (Elastic Kubernetes Service)**:
   * **Description**: Managed Kubernetes service by AWS.
   * **Key Features**:
     + Fully compatible with Kubernetes.
     + Seamless integration with AWS services.
   * **Use Case**: Kubernetes-based workloads on AWS.
5. **Google Kubernetes Engine (GKE)**:
   * **Description**: Managed Kubernetes service by Google Cloud.
   * **Key Features**:
     + Autoscaling
     + High availability
     + Integrated monitoring via Google Cloud Monitoring.
   * **Use Case**: Applications on Google Cloud.
6. **Azure Kubernetes Service (AKS)**:
   * **Description**: Managed Kubernetes service by Microsoft Azure.
   * **Key Features**:
     + Azure DevOps integration.
     + Advanced security features.
   * **Use Case**: Kubernetes workloads on Azure.
7. **Red Hat OpenShift**:
   * **Description**: Enterprise Kubernetes platform by Red Hat.
   * **Key Features**:
     + Built-in CI/CD tools.
     + Enhanced security and support.
   * **Use Case**: Enterprise applications.
8. **Nomad**:
   * **Description**: Lightweight orchestration tool by HashiCorp.
   * **Key Features**:
     + Single binary and lightweight.
     + Can orchestrate non-container workloads.
   * **Use Case**: Hybrid workloads.

**Deploying a Kubernetes Application on Google Kubernetes Engine (GKE)**

**Kubernetes Journey - Create a Deployment and a Service Exploring GKE in GCP Console**

**Main Topics for Notes**

1. **Setting Up the GCP Project and Cluster**
   * Configuring the Google Cloud project.
   * Accessing the Kubernetes cluster.
2. **Deploying the Application**
   * Creating a deployment for the application.
3. **Exposing the Application**
   * Making the deployment accessible externally.
4. **Monitoring Services**
   * Observing the status of services and deployments.
5. **Testing the Application**
   * Accessing the application via the external load balancer.

**Commands and Explanations**

**1. Setting Up the GCP Project and Cluster**

**Command**

gcloud config set project my-kubernetes-project-304910

**Step Name**

Set the Active GCP Project.

**What It Does**

This command sets the active Google Cloud project to my-kubernetes-project-304910. It ensures all subsequent gcloud commands target this project.

Command

gcloud container clusters get-credentials my-cluster --zone us-central1-c --project my-kubernetes-project-304910

**Step Name**

Authenticate Kubernetes Cluster.

**What It Does**

Retrieves the credentials for the Kubernetes cluster my-cluster in the specified zone (us-central1-c) and project. It updates the local kubeconfig file so that kubectl can interact with this cluster

**2. Deploying the Application**

**Command**

kubectl create deployment hello-world-rest-api --image=in28min/hello-world-rest-api:0.0.1.RELEASE

**Step Name**

Create a Kubernetes Deployment.

**What It Does**

Creates a deployment named hello-world-rest-api using the Docker image in28min/hello-world-rest-api:0.0.1.RELEASE. Kubernetes will manage and maintain the desired number of pods based on this deployment.

Command

kubectl get deployment

**Step Name**

View Deployment Status.

**What It Does**

Lists all deployments in the current namespace and shows their status, including the number of replicas, available pods, and their state.

**3. Exposing the Application**

**Command**

kubectl expose deployment hello-world-rest-api --type=LoadBalancer --port=8080

**Step Name**

Expose Deployment as a Service.

**What It Does**

Creates a service of type LoadBalancer for the hello-world-rest-api deployment. The service listens on port 8080 and forwards traffic to the pods created by the deployment.

Command

kubectl get services

**Step Name**

View Services.

**What It Does**

Lists all services in the current namespace, displaying details like service name, type, cluster IP, external IP (if assigned), and ports.

Command

kubectl get services –watch

**Step Name**

Monitor Service Status.

**What It Does**

Continuously monitors the services in the namespace, updating the display in real time as the status of services (e.g., external IP assignment) changes.

**4. Testing the Application**

**Command**

curl 35.184.204.214:8080/hello-world

**Step Name**

Test the Application.

**What It Does**

Sends an HTTP request to the application via its external load balancer's IP (35.184.204.214) and port (8080). If everything is working correctly, it returns a response from the application.

**Summary of Steps:**

1. Configure GCP project and authenticate the Kubernetes cluster.
2. Deploy the application as a Kubernetes deployment.
3. Expose the deployment as a LoadBalancer service to make it accessible externally.
4. Monitor the service to ensure it gets an external IP.
5. Test the application by sending a request to the assigned external IP and port.

**Kubernetes Journey - Scaling Deployments and Resizing Node Pools & Kubernetes Journey - Autoscaling, Config Map and Secrets**

**Main Topics for Notes**

1. **Manual Scaling of Nodes in the Cluster**
   * Adjusting the number of nodes in a Kubernetes cluster.
2. **Enabling Horizontal Pod Autoscaling**
   * Automatically scaling pods based on CPU utilization.
3. **Monitoring Horizontal Pod Autoscalers**
   * Viewing the status of the Horizontal Pod Autoscaler (HPA).

**Commands and Explanations**

**1. Manual Scaling of Nodes in the Cluster**

**Command**

gcloud container clusters resize my-cluster --node-pool default-pool --num-nodes=2 --zone=us-central1-c

**Step Name**

Resize Kubernetes Cluster Nodes.

**What It Does**

Manually resizes the default-pool in the my-cluster Kubernetes cluster to have 2 nodes. This ensures the cluster has enough capacity to handle additional workloads or distribute existing workloads more effectively.

**2. Enabling Horizontal Pod Autoscaling**

**Command**

kubectl autoscale deployment hello-world-rest-api --max=4 --cpu-percent=70

**Step Name**

Enable Horizontal Pod Autoscaling (HPA).

**What It Does**

Configures the hello-world-rest-api deployment to automatically scale its pods. It ensures:

* A maximum of 4 pods can be created.
* Pods will be scaled up or down to maintain an average CPU utilization of 70%.

This helps optimize resource usage and maintain performance under varying loads.

**3. Monitoring Horizontal Pod Autoscalers**

**Command**

kubectl get hpa

**Step Name**

View Horizontal Pod Autoscaler Status.

**What It Does**

Displays the status of the HPA, including:

* The target deployment it manages.
* The desired and current number of pods.
* Current CPU utilization and the threshold set (e.g., 70%).

This helps track the scaling behavior and ensures the autoscaling works as intended.

**Summary of Steps:**

1. Manually scale the number of cluster nodes to meet baseline capacity needs.
2. Configure Horizontal Pod Autoscaling to automatically adjust the number of pods based on CPU utilization.
3. Monitor the HPA to verify that scaling is occurring as expected.

**ConfigMaps and Secrets in Kubernetes**

**Main Topics for Notes**

1. **Creating and Managing ConfigMaps**
   * Storing configuration data in key-value pairs.
2. **Creating and Managing Secrets**
   * Storing sensitive data securely in Kubernetes.

**Commands and Explanations**

**1. Creating and Managing ConfigMaps**

**Command 1**

kubectl create configmap hello-world-config --from-literal=RDS\_DB\_NAME=todos

**Step Name**

Create a ConfigMap.

**What It Does**

Creates a ConfigMap named hello-world-config with a key-value pair:

* Key: RDS\_DB\_NAME
* Value: todos

ConfigMaps are used to decouple configuration details from application code, enabling easier updates without modifying container images.

Command 2

kubectl get configmap

**Step Name**

List All ConfigMaps.

**What It Does**

Displays a list of all ConfigMaps in the current namespace, including their names and statuses

Command 3

kubectl describe configmap hello-world-config

**2. Creating and Managing Secrets**

**Command 1**

kubectl create secret generic hello-world-secrets-1 --from-literal=RDS\_PASSWORD=dummytodos

**Step Name**

Create a Secret.

**What It Does**

Creates a Secret named hello-world-secrets-1 with a key-value pair:

* Key: RDS\_PASSWORD
* Value: dummytodos

Secrets are used to store sensitive data (e.g., passwords, API keys) securely in a Kubernetes cluster.

**Command 2**

kubectl get secret

**Step Name**

View ConfigMap Details.

**Step Name**

List All Secrets.

**What It Does**

Displays a list of all Secrets in the current namespace, including their names and types.

**What It Does**

Shows detailed information about the hello-world-config ConfigMap, including:

* Name, namespace, and creation timestamp.
* Data stored in the ConfigMap (e.g., RDS\_DB\_NAME=todos).

**Command 3**

bash

Copy code

kubectl describe secret hello-world-secrets-1

**Step Name**

View Secret Details.

**What It Does**

Shows detailed information about the hello-world-secrets-1 Secret, including:

* Name, namespace, and creation timestamp.
* Type of Secret (e.g., Opaque).
* Key names (but not the sensitive values)

**Summary of Steps:**

1. Use ConfigMaps to store non-sensitive configuration details like database names.
2. Use Secrets to securely store sensitive information like passwords.
3. Retrieve and inspect ConfigMaps and Secrets using kubectl commands to verify their creation and contents.

**Comparison: Your Project vs. GKE**

| **Feature/Requirement** | **Your Tool** | **Equivalent in GKE** | **Explanation** |
| --- | --- | --- | --- |
| **Centralized Configuration Management** | **Spring Cloud Config Server** | **ConfigMaps & Secrets** | In GKE, ConfigMaps manage configuration data, and Secrets manage sensitive data like credentials. They provide centralized and secure configuration management. |
| **Service Discovery** | **Eureka Naming Server** | **Kubernetes Service + DNS** | Kubernetes services handle service discovery and provide DNS-based resolution for accessing services within the cluster, eliminating the need for external discovery tools. |
| **Load Balancing** | **Spring Cloud Load Balancer** | **Kubernetes Services (LoadBalancer Type)** | Kubernetes provides built-in load balancing using the Service resource (type LoadBalancer or ClusterIP). External services use cloud-native load balancers like Google Load Balancer. |
| **Visibility and Monitoring** | **Zipkin (Distributed Tracing)** | **Stackdriver Monitoring (Cloud Operations) + OpenTelemetry** | GKE integrates with Google Cloud's Stackdriver for monitoring, logging, and tracing. OpenTelemetry can also be integrated for distributed tracing in Kubernetes clusters. |
| **API Gateway** | **Spring Cloud Gateway** | **Ingress + Istio (Service Mesh)** | GKE uses Ingress resources for API gateway functionality and Istio (optional) for advanced traffic management, security, and observability for service-to-service communication. |
| **Fault Tolerance** | **Resilience4j** | **Kubernetes Health Checks + Pod AutoScaling** | Kubernetes uses liveness and readiness probes to detect and recover from faults. Horizontal Pod Autoscaler and Circuit Breaker patterns can be implemented at the service level. |
| **Service Deployment** | **Spring Boot Deployments (WAR/JAR)** | **Kubernetes Deployments** | Kubernetes manages application deployment using Deployment resources, scaling, and updating services seamlessly while maintaining availability. |
| **Container Management** | **Docker** | **Kubernetes Pods + GKE Container Management** | GKE orchestrates containers using Pods and ensures efficient management of workloads. |
| **Scalability** | **Manual Scaling** | **Kubernetes Horizontal Pod Autoscaler (HPA)** | GKE automatically scales pods based on CPU, memory, or custom metrics using the HPA feature. |
| **Resiliency** | **Custom Logic via Resilience4j** | **Kubernetes Self-Healing (Restart Policies)** | GKE ensures pod-level self-healing with automatic restart and rescheduling in case of failures. |
| **Logging** | **Custom Logging Mechanism** | **Stackdriver Logging + Fluentd Integration** | GKE natively integrates with Google Cloud's Stackdriver for centralized logging. |
| **Network Security** | **Custom Spring Security/Firewall Rules** | **Kubernetes Network Policies + Istio Security Policies** | Kubernetes manages network traffic within the cluster using Network Policies, and Istio can enforce additional security controls for inter-service communication. |

**Additional Notes**

1. **ConfigMaps and Secrets**:
   * ConfigMaps are used for non-sensitive configuration.
   * Secrets are encrypted for sensitive data like passwords and API keys.
   * Both replace Spring Cloud Config Server in GKE setups.
2. **Service Discovery**:
   * Kubernetes automatically assigns DNS names to services (<service-name>.<namespace>.svc.cluster.local), simplifying communication.
3. **Ingress as API Gateway**:
   * Ingress acts as an API gateway for external traffic and integrates with Google Cloud Load Balancer.
4. **Distributed Tracing**:
   * You can integrate OpenTelemetry with GKE to replicate Zipkin's functionality.
5. **Fault Tolerance**:
   * Kubernetes ensures resiliency with liveness and readiness probes, ensuring unhealthy pods are restarted or replaced.

**What is a Cluster?**

In Kubernetes and GKE (Google Kubernetes Engine), a **Cluster** is a set of machines (called nodes) that work together to run containerized applications. A cluster consists of two main parts:

1. **Control Plane (Master Node)**: Manages the cluster by scheduling workloads, monitoring health, and managing resources.
2. **Worker Nodes**: Runs the actual application workloads (containers).

A **Cluster** acts as a unified environment to deploy, manage, and scale applications.

**GKE Cluster Architecture**

Here’s a simple diagram of a GKE Cluster:

**![](data:image/png;base64,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)**

**Diagram Explanation**

1. **Control Plane (Master Node)**:
   * **API Server**:
     + Acts as the brain of Kubernetes.
     + Receives commands via kubectl from users or DevOps engineers and coordinates cluster activities.
   * **Scheduler**:
     + Assigns workloads (e.g., pods) to the appropriate worker nodes based on resource requirements.
   * **Resource Controllers**:
     + Ensure the desired state of applications (e.g., maintaining a specific number of pods).
   * **Storage**:
     + Stores cluster state and configuration data using etcd.
2. **Nodes (Worker Nodes)**:
   * Each **Node** runs one or more **Pods**, which contain your application containers.
   * The **Kubelet** runs on each worker node to ensure that the containers in each pod are healthy.
   * **User Pods**:
     + These are the actual running units of your microservices or applications.
3. **Connected Google Cloud Services**:
   * **VPC Networking**:
     + Provides internal and external networking for your applications.
   * **Persistent Disk**:
     + Ensures data persistence for stateful applications.
   * **Load Balancer**:
     + Distributes traffic evenly across nodes or pods.
   * **Cloud Operations**:
     + Monitors and logs cluster activity for troubleshooting and optimization.

**How It Works in Real Life**

Let’s use an **E-commerce website** as an example:

1. **Control Plane**:
   * Decides where to deploy your services like product catalog, payment gateway, and user authentication.
   * Monitors these services and ensures they are always running.
2. **Worker Nodes**:
   * Run the actual application services (e.g., product catalog API in one pod, payment service in another pod).
   * Each node can handle multiple parts of your e-commerce application.
3. **Load Balancer**:
   * When a user visits your website, the load balancer distributes the traffic across worker nodes to ensure no single node is overloaded.
4. **Networking**:
   * Ensures that the product service can communicate with the payment service internally within the cluster.

**What is Service Discovery?**

**Service discovery** is the process by which services in a distributed system (e.g., microservices architecture) dynamically locate each other to communicate and work together. In modern systems with multiple services running across different environments (e.g., containers, virtual machines), service discovery ensures that services can find and connect to one another, even as they scale, move, or restart.

**Why is Service Discovery Important?**

In traditional monolithic systems, all components are within the same application, so no explicit discovery is required. However, in microservices or cloud-native systems:

* Services are **deployed independently** and may run on **dynamic IP addresses**.
* Services may **scale up or down** (new instances are created or destroyed dynamically).
* **Hardcoding service addresses** isn’t feasible due to the dynamic nature of these systems.

Service discovery solves this problem by enabling services to find each other **dynamically**.

**Types of Service Discovery**

1. **Client-Side Service Discovery**:
   * The **client** is responsible for finding the service it needs to communicate with.
   * The client queries a **service registry** (a centralized database that tracks all available services and their locations).
   * Example tools:
     + Eureka (Netflix)
     + Consul (HashiCorp)
2. **Server-Side Service Discovery**:
   * The **load balancer or gateway** sits between the client and the service.
   * The client sends requests to the load balancer, which resolves the actual service instance using the service registry.
   * Example tools:
     + Kubernetes Service (ClusterIP/LoadBalancer)
     + AWS Elastic Load Balancer (ELB)

**Components of Service Discovery**

1. **Service Registry**:
   * A database or system that keeps track of all available services and their addresses.
   * Example: **Eureka, Consul, Zookeeper**
2. **Service Instances**:
   * The actual services (microservices, applications, etc.) that need to be discovered.
3. **Discovery Mechanism**:
   * A way for clients to discover the services (e.g., direct query to the registry or routing through a load balancer).

**How Does It Work? (Real-World Example)**

Imagine a **Food Delivery App** with services like:

* **Order Service**: Manages customer orders.
* **Payment Service**: Handles payments.
* **Delivery Service**: Tracks and assigns deliveries.

**Without Service Discovery:**

* Each service needs the static IP/port of every other service.
* If a service instance changes (e.g., scaling or failure), manual updates are needed.
* This is error-prone and not scalable.

**With Service Discovery:**

1. All services **register themselves** in a **service registry** (e.g., Eureka, Consul).
2. When a service (e.g., Order Service) needs to contact another service (e.g., Payment Service):
   * It queries the service registry for the current IP/port of the Payment Service.
   * The registry responds with the dynamic address of an available Payment Service instance.
3. The client connects to the appropriate instance dynamically.

**Tools for Service Discovery**

* **Eureka (Netflix)**: Widely used in Spring Cloud microservices.
* **Consul (HashiCorp)**: Provides service discovery and configuration.
* **Kubernetes DNS**: Automatically discovers services in Kubernetes clusters.
* **Zookeeper**: Provides service discovery and distributed coordination.

**Service Discovery in Kubernetes: Example with Currency Exchange and Currency Conversion**

In Kubernetes, **service discovery** is handled automatically through its internal **DNS-based mechanism**. When deploying microservices like **Currency Exchange** and **Currency Conversion** in Kubernetes, Kubernetes ensures that services can communicate with each other seamlessly using their **service names** instead of hardcoded IP addresses.

**Example Scenario**

* **Currency Exchange Service**: Provides exchange rates for different currencies (e.g., USD to INR).
* **Currency Conversion Service**: Converts an amount from one currency to another by calling the Currency Exchange service.

**How Kubernetes Handles Service Discovery**

1. **Service Creation**:
   * Each service (Currency Exchange and Currency Conversion) is deployed as a **Kubernetes Deployment**.
   * Kubernetes exposes each Deployment using a **Service** (ClusterIP or LoadBalancer).
   * The Service automatically gets a **DNS name**.

Example:

* + currency-exchange DNS name: currency-exchange.default.svc.cluster.local
  + currency-conversion DNS name: currency-conversion.default.svc.cluster.local

1. **DNS-Based Resolution**:
   * Kubernetes provides an internal DNS server. When **Currency Conversion** wants to call **Currency Exchange**, it uses the Service DNS name instead of hardcoding an IP address.
   * Example:

java

Copy code

String exchangeUrl = "http://currency-exchange.default.svc.cluster.local:8000";

1. **Dynamic Scaling**:
   * If the Currency Exchange service scales up or down (e.g., from 2 instances to 5), the Kubernetes Service automatically updates its backend endpoints. The Currency Conversion service doesn't need to know about these changes.
2. **Health Checks**:
   * Kubernetes ensures that only healthy pods of the Currency Exchange service are part of the DNS resolution. If a pod crashes, Kubernetes removes it from the Service endpoints.

**Step 3: Currency Conversion Calls Currency Exchange**

In the Currency Conversion application code, use the Kubernetes DNS name for the Currency Exchange service:

String exchangeUrl = "http://currency-exchange.default.svc.cluster.local:8000/currency-exchange/from/USD/to/INR";

// Call the Currency Exchange Service using this URL

**Key Benefits of Kubernetes Service Discovery**

1. **No Hardcoding of IP Addresses**:
   * Services communicate using DNS names like currency-exchange.default.svc.cluster.local.
2. **Dynamic Scaling**:
   * If the Currency Exchange service scales up (e.g., more pods added), Kubernetes updates the DNS records automatically.
3. **Fault Tolerance**:
   * Kubernetes removes unhealthy pods from the Service endpoints, ensuring reliable communication.
4. **Namespace Isolation**:
   * Services in different namespaces can coexist without conflict. For example:
     + currency-exchange.dev.svc.cluster.local for the development environment.
     + currency-exchange.prod.svc.cluster.local for production.

**Environment variable concepts**

In Kubernetes, along with the **DNS-based service discovery**, Kubernetes also provides **environment variables** for each Service within the pods where it is used. This mechanism is especially useful when you want to programmatically access service details without relying on DNS.

Let's clarify the concepts:

**How Kubernetes Sets Service Environment Variables**

When a Service is created, Kubernetes automatically sets certain environment variables in the pods of other deployments running in the same namespace.

For example:

* For a service named currency-exchange, Kubernetes will automatically inject environment variables like:

CURRENCY\_EXCHANGE\_SERVICE\_HOST=<Cluster IP of Service>

CURRENCY\_EXCHANGE\_SERVICE\_PORT=<Service Port>

These environment variables are accessible inside any pod running in the same namespace.

CURRENCY\_EXCHANGE\_SERVICE\_HOST=10.96.12.34 # Cluster IP of Service

CURRENCY\_EXCHANGE\_SERVICE\_PORT=8000 # Port exposed by Service

**Accessing the Service Using Environment Variables**

In the **Currency Conversion** service code, you can use the environment variables like this:

String host = System.getenv("CURRENCY\_EXCHANGE\_SERVICE\_HOST");

String port = System.getenv("CURRENCY\_EXCHANGE\_SERVICE\_PORT");

// Construct the URL using the environment variables

String exchangeUrl = "http://" + host + ":" + port + "/currency-exchange/from/USD/to/INR";

This ensures that even if the Service's IP address changes (e.g., due to scaling or redeployment), the application will still be able to find the correct Service.

**Comparing DNS and Environment Variables**

| **Feature** | **DNS-Based Service Discovery** | **Environment Variables** |
| --- | --- | --- |
| **Usage** | Uses DNS names like currency-exchange.default.svc.cluster.local. | Uses environment variables like CURRENCY\_EXCHANGE\_SERVICE\_HOST. |
| **Dynamic Updates** | Automatically updated for scaling or new pods. | Injected when the pod starts (static). |
| **Preferred Use Case** | For most scenarios, especially when calling external namespaces. | For simple cases or legacy applications. |
| **Cross-Namespace Support** | Fully supported with DNS names. | Not supported without custom configuration. |